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# Veille 1 : Les variables

## Qu’est-ce qu’une variable ?

Zone de la mémoire de l’ordinateur dans laquelle une valeur est stockée. Aux yeux du programmeur, cette variable est définie par un nom, alors que pour l’ordinateur, il s’agit d’une adresse, cad d’une zone particulière de la mémoire

## Lister les types de variables :

* Char
* Integer int
* Floats
* String str
* Boleen

## Lister les opérateurs Python :

* Arithmétiques 🡺 +, -, \*, /, %, \*\*, //
* Relationnels 🡺 == != < > <= >=
* Logiques 🡺 and or not
* Affectation 🡺 = += -= \*=
* Spéciaux 🡺 is, is not, in, not in

## Lister les fonctions utiles pour traiter les chaînes de caractères

* Concaténation 🡺 +
* .format()
* .find()
* Type()
* .lower()
* .capitalize()
* .title()
* .replace()
* .translate
* .split()

# Veille 2 : Les listes et les Tuples

## Qu’est-ce qu’une liste en Python ?

Une liste est une structure de données qui contient une série de valeurs. Python autorise la construction de liste contenant des valeurs de types différents (par exemple entier et chaîne de caractère), ce qui leur confère une grande flexibilité. Une liste est déclarée par une série de valeurs séparées par des virgules, encadré par des crochets.

## Lister les fonctions utiles pour manipuler les listes

* append()
* len()
* list(range())
* min()
* max()
* sum()

## Comment parcourir une liste ?

Elément par élément : liste[indice]

|  |
| --- |
| Boucle For :  for element in liste :  print(element) |

## Explorer les listes de compréhension

La notion de liste de compréhension représente une manière originale et très puissante de générer des listes. La syntaxe de base consiste au moins en une boucle for au sein de crochets précédés d’une variable.

new\_list = [function(item) **for** item **in** list **if** condition(item)]

Ex :

>>> [i for i in range (10)]

[0, 1, 2, 3, 4, 5, 6, 7, 8, 9]

>>> [2 for i in range (10)]

[2, 2, 2, 2, 2, 2, 2, 2, 2, 2]

List VS Tuples

Les tuples correspondent aux listes à la différence qu’ils sont non modifiables. Ils utilisent les parenthèses au lieu des crochets

# Veille 3 : Les Dictionnaires

## Qu’est-ce qu’un dictionnaire en Python ?

Les dictionnaires sont des collections non ordonnées d’objet, c'est-à-dire qu’il n’y a pas de notion d’ordre (donc pas d’indice). On accède aux valeurs d’un dictionnaire par des clés.

## Comment créer un dictionnaire en Python ?

La définition d’un dictionnaire vide se fait avec les accolades {}.

Ensuite, on remplit le dictionnaire avec différentes clés auxquelles on affecte des valeurs.

On peut mettre autant de clés qu’on veut dans un dictionnaire.

Exemple :
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Description générée automatiquement](data:image/png;base64,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)

## Lister les opérations communes pour manipuler les dictionnaires

* Ajouter des clés et des valeurs
* Modifier les valeurs des clés
* Supprimer des clés valeurs
* Modifier les clés 🡺 plus compliquer

## Comment parcourir un dictionnaire ?

|  |
| --- |
| Boucle For :  for key, value in my\_dict.items() :  print(‘{} - {}’.format(key, value) |

|  |
| --- |
| Méthode .items()  Print(my\_dict.items()) |

## Manipuler un dictionnaire de listes

Il est possible d’avoir une liste à la place des valeurs. On obtient une structure qui ressemble à une base de données :

|  |
| --- |
| favorite\_numbers = {'eric': [3, 11, 19, 23, 42],                      'ever': [2, 4, 5],                      'willie': [5, 35, 120],                      }  for k in favorite\_numbers:  print("{} : {}".format(k, favorite\_numbers[k]))  eric : [3, 11, 19, 23, 42]  ever : [2, 4, 5]  willie : [5, 35, 120] |

## Manipuler un dictionnaire de dictionnaires

|  |
| --- |
| pets = {'willie': {'kind': 'dog', 'owner': 'eric', 'vaccinated': True},  'walter': {'kind': 'cockroach', 'owner': 'eric', 'vaccinated': False},  'peso': {'kind': 'dog', 'owner': 'chloe', 'vaccinated': True},  }  for k in pets.keys():  print("name : {}".format(k))  for k2, v2 in pets[k].items() :  print("\t{} : {}".format(k2, v2))  name : willie  kind : dog  owner : eric  vaccinated : True  name : walter  kind : cockroach  owner : eric  vaccinated : False  name : peso  kind : dog  owner : chloe  vaccinated : True |

# Veille 3 : La Programmation Orienté Objet (POO)

## Programmation orienté objet versus procédural ?

La différence :

* Programmation procédurale : les programmes sont basés sur des fonctions, et les données peuvent être facilement accessible et modifiable
* Programmation orientée objet : chaque programme est constitué d’entités appelées objets, qui ne sont pas facilement accessible et modifiables

Programmation procédurale :

## 

Dans la programmation procédurale, le programme est divisé en petites parties appelées procédures ou fonctions. Comme son nom l’indique, la programmation procédurale contient une procédure étape par étape à exécuter. Ici, les problèmes sont décomposés en petite parties et, pour résoudre chaque partie, une ou plusieurs fonctions sont utilisées.

Programmation orienté objet :

## 

Dans la programmation orientée objet, le programme est divisé en parties appelées objets. La programmation orientée objet est un concept de programmation qui se concentre sur l’objet plutôt que sur les actions et les données plutôt que sur la logique

|  |  |  |
| --- | --- | --- |
|  | Programmation Procédurale | Programmation Orientée Objet |
| Programmes | Le programme principal est divisé en petites parties selon les fonctions. | Le programme principal est divisé en petit objet en fonction du problème. |
| Les données | Chaque fonction contient des données différentes. | Les données et les fonctions de chaque objet individuel agissent comme une seule unité. |
| Permission | Pour ajouter de nouvelles données au programme, l’utilisateur doit s’assurer que la fonction le permet. | Le passage de message garantit l’autorisation d’accéder au membre d’un objet à partir d’un autre objet. |
| Exemples | Pascal, Fortran | PHP5, C ++, Java. |
| Accès | Aucun spécificateur d’accès n’est utilisé. | Les spécificateurs d’accès public, *private*, et *protected* sont utilisés. |
| La communication | Les fonctions communiquent avec d’autres fonctions en gardant les règles habituelles. | Un objet communique entre eux via des messages. |
| Contrôle des données | La plupart des fonctions utilisent des données globales. | Chaque objet contrôle ses propres données. |
| Importance | Les fonctions ou les algorithmes ont plus d’importance que les données dans le programme. | Les données prennent plus d’importance que les fonctions du programme. |
| Masquage des données | Il n’y a pas de moyen idéal pour masquer les données. | Le masquage des données est possible, ce qui empêche l’accès illégal de la fonction depuis l’extérieur. |

Les failles de la programmation procédurale posent le besoin de la programmation orientée objet. La programmation orientée objet corrige les défauts de la programmation procédurale en introduisant le concept d’*objet* et de *classe.* Il améliore la sécurité des données, ainsi que l’initialisation et le nettoyage automatique des objets. La POO permet de créer plusieurs instances de l’objet sans aucune interférence.

## Qu’est-ce qu'une classe ?

Une classe déclare des propriétés communes à un ensemble d’objet. La classe déclare des attributs représentant l’état des objets et des méthodes représentant leur comportement.

Une classe représente donc une catégorie d’objets. Il apparaît aussi comme une usine à partir de laquelle il est possible de créer des objets. On parle alors d’un objet en tant qu’instance d’une classe (création d’un objet ayant les propriétés de la classe).

## Qu’est-ce qu'un constructeur ?

Si lors de la création d’un objet nous voulons qu’un certain nombre d’action soit réalisées, nous pouvons utiliser un constructeur.

Un constructeur n’est rien d’autre qu’une méthode, sans valeur de retour, qui porte un nom imposé par le langage python : \_\_init\_\_(). Cette méthode sera appelée lors de la création de l’objet. Le constructeur peut disposer d’un nombre quelconque de paramètre, éventuellement aucun.

## Qu’est-ce qu’un attribut ?

En programmation, les attributs sont des entités qui définissent les propriétés d’objets, d’éléments, ou de fichiers. Les attributs sont habituellement composés d’un identificateur (ou nom ou clé) et d’une valeur.

Il existe 3 types d’attributs :

* Les attributs **d’instance** : variables définies à l’aide de *self.* Elles sont relatives à l’instance, et ne peuvent être accédées dans instanciation. Dans le cadre des méthodes, ce sont les méthodes classiques d’une classe, qui possèdent *self* en premier paramètre
* Les attributs de **classe** : variables définies directement dans le corps de la classe. Elles peuvent être accédées par la classe, sans passer l’instanciation. Les attributs de classe peuvent se référencer entre eux, mais ne peuvent pas accéder aux attributs d’instance
* Les attributs **statiques** : attributs qui n’ont pratiquement aucun lien avec la classe. Seules les méthodes peuvent être statiques, et l’ajout par rapport aux attributs de la classe est minime : on a plus besoin de spécifier le paramètre *cls*. Pour créer un attribut statique, il suffit de faire précéder la méthode pas *@staticmethod*

## Qu’est-ce que l'encapsulation ?

L’encapsulation permet d’enfermer dans une capsule les données brutes afin d’éviter des erreurs de manipulation ou de corruption des données. Permet de cacher des méthodes et des attributs à l’extérieur de la classe.

Il permet d’éviter une modification par erreur des données d’un objet. En effet, il n’est alors pas possible d’agir directement sur les données d’un objet ; il est nécessaire de passer par ses méthodes qui jouent le rôle d’interface obligatoire.

## Accesseurs et mutateurs ?

Parmi les différentes méthodes que comporte une classe, on a souvent tendance à distinguer :

* Les constructeurs
* Les accesseurs qui fournissent des informations relatives à l’états d’un objet, c’est-à-dire aux valeurs de certains de ses attributs (généralement privés) sans les modifier
* Les mutateurs qui modifient l’état d’un objet, donc les valeurs de certains de ses attributs

## Qu’est-ce que l'héritage ?

Le concept d’héritage signifie qu’une classe B va hériter des mêmes attributs et méthodes qu’une classe A. Lorsqu’une instance de la classe B est créée, on peut alors appeler les méthodes présentes dans la classe A par la classe B.

Dans ce cas, on crée une nouvelle classe B liée à la classe A et qui ajoute de nouvelles propriétés :

* A est une *généralisation* de B et B est une *spécialisation* de A
* A est une *super-classe* de B et B est une *sous-classe* de A
* A est la *classe mère* de B et B est une *classe fille* de A

Lorsqu’une classe hérite des méthodes d’une classe parent, il est possible de surcharger une méthode, qui consiste à redéfinir la méthode de la classe parent pour que les deux classes ne fassent pas les mêmes tâches : c’est ce qu’on appelle le polymorphisme.